### Abstract:

In order to facilitate an integration of the techniques developed within Quasimodo into the embedded software engineering life-cycle, we are investigating how to embed them into contemporary design notations. On the one hand side, we are focussing on Architectural Description Languages, and on the other hand we are targetting Statecharts, a design notation based on hierarchical state machines which is widely used for embedded software design in, for instance, the automotive and avionics industry.
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1 Introduction

The UML is pervading many challenging engineering areas including real-time and embedded system design. Embedded systems designers are usually facing various challenges when striving for systems with quantifiable quality of service (quantifiable QoS). Most QoS aspects of current embedded systems are time-related features and properties. They may be hard or soft real-time constraints, and are often a of stochastic nature. To incorporate these constraints in the embedded systems design process is a challenging issue.

A workable modeling and analysis approach to quantifying embedded system QoS is based on the observation that networks, interfaces, and even circuits on chips can be understood and modeled as discrete systems exhibiting some form of timed and stochastic behavior, such as reaction times, error rates, response time distributions, communication channel failures or message queue lengths.

Mathematically speaking, the QoS characteristics of a given embedded system induce families of stochastic decision processes, e.g. (Semi) Markov chains, Markov decision processes, or probabilistic timed automata. Workpackage 2-4 of Quasimodo contribute to advances in theory and analysis of such models. However, these mathematical objects are too fine-grained to be directly used as specification means by an embedded systems designer. The modeling of realistic embedded systems directly in terms of these flat automata-based models is unmanageable; even for simple systems, the size and complexity gets out of hand. Therefore, high-level modeling techniques with accompanying tools are needed for stochastic processes. To enable the use of such techniques by system engineers, the modeling notation must be simple, easy-to-use, and closely fit with the techniques already used.

In this deliverable, we report on progresses within Task 1.3, on design notations for reactive systems, and their extensions towards quantitative information. The Description of Work is centered around extensions of UML-Statecharts, a modeling technique that is heavily used in embedded system design such as the automotive and aerospace industry. The tasks have originally been tailored to the needs of the industrial tool provider Inchron GmbH, an original partner in the consortium who decided to drop out at project start time. Inchron is a SME tool provider developing simulation tools for execution time- and schedulability- analysis of embedded systems.

While we continued to investigate Statechart-based notations, this drop out implied that the concrete goals and especially the notation to be used were no longer definite. Therefore, we instead explored different industrial Statechart dialects with respect to their extensability toward quantitative information, from different perspectives. These activities were complemented by investigations in the context of Architectural Description Languages (AADLs), due to encouraging input from the European Space Agency (ESA). The Quasimodo project made considerable progress in this context, as we will report below.
2 Extension of Statecharts

2.1 StoCharts: Formality and Toolability
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Contributions  In principle, the UML provides the right ingredients to model discrete event dynamic systems. It however lacks support for stochastic process modeling. This issue has been addressed in the UML profiles for schedulability, performance and time [13], and for modeling QoS and fault tolerance [12]. It is also touched upon in the more recent MARTE profile on real-time and Embedded system [8]. These profiles suggest notational extensions of UML providing means to specify performance, dependability and QoS characteristics at various levels. However, the imprecise semantics of the UML and of its annotational extensions drastically hampers trustworthy QoS analysis: It is simply impossible to distill a faithful performance or QoS quantity from a stochastic (decision) process that is only partially defined. This means that model-based QoS prediction is only possible for UML fragments with a rigid formal semantics. Only in this way, the mathematical stochastic object specified at a high level of abstraction can be uniquely and precisely determined, and thus analysed.

In this work we focus on Statecharts, taking up earlier work in this direction [11] called StoCharts. We work with an extension of Statecharts that is both simple and effective. We enrich the modelling power of Statecharts by, in addition to non-deterministic choice, supporting a probabilistic choice operator is introduced, and the \texttt{after}-construct is generalized such that delays are no longer restricted to be deterministic, but they maybe random. We further allow cost decoration in states. These three simple ingredients allow for the modeling of a rich class of random, timed, and cost phenomena.

We have made strong efforts to design the language in such a way that is itself a useful vehicle in QoS modeling and prediction, and lends itself directly to an implementation that can harvest the tool support provided by the Quasimodo consortium. This requires more than an easy-to-grasp extension of UML with an intuitive interpretation. In order to support model-based QoS prediction, a rigid formal semantics, because only this enables trustworthy model-based predictions about the actual system. Concretely, we contributed a semantic mapping which conservatively extends the standard semantics of Statecharts. This semantics is compositional, and exploits lessons learned in a decade of research in formal specification of stochastic The semantics is directly implementable, and enables tool-supported analysis and evaluation. This has been exemplified with a very prototypical tool chain that maps on StoCharts the MoDestr language for which tool support is being developed in Quasimodo. Experimental evidence shows that this approach can indeed be used for model-based prediction of QoS quantities.

This work is reported in [10].
**Perspective** The availability of a rigid compositional semantics for this extension of UML-Statecharts, plus initial tool support is a great step ahead, we feel. There is however an interesting feature to be investigated further: The model resulting from a StoChart is a MoDest specification, and often exhibits all of the following three ingredients: continuous stochastic distributions, fixed delays, and nondeterminism. This means that the model is outside the class that can currently be analysed, since the Quasimodo tool family is restricted to models that either do not exhibit nondeterminism (in this case discrete event simulation is used), or at most exhibit discrete probabilism (leading to probabilistic timed automata, whence Quasimodo tools, especially mcpta [9] are resorted to). This issue is further investigated as part of Workpackage 3.

### 2.2 UPPAAL modelling and Concurrent Statecharts

**Participants**

- Kim Larsen, Alexandre David, Jacob Illum, and Arne Skou, Aalborg University, Denmark

**Contributions** Timed Automata constitute one of the modelling formalisms that is used in the Quasimodo project for analyzing quantitative system aspects, and in order to gain experience on tool chain integration when applying UML Statecharts as the design notation for modeling and specification, AAU has conducted an experiment on model transformation from Statecharts to Timed Automata. The involved tools are Rational Systems Developer (Statecharts) and UPPAAL (Time Automata), and the intended use of the transformation is automatic test generation from Statechart models of the MMI part of an embedded device.

The translation is done by first exporting the UML Statecharts into the standard XMI format, and then translating into the UPPAAL XML format for Timed Automata. The Timed Automata is then analysed by using the UPPAAL analyzing engine, and finally the derived Timed Automata traces are translated into the actual test scripting language (JavaScript) by interpreting the UML signals, time events, and state names.

The following restrictions and extensions of the Statechart models are considered:

- Concurrent Statecharts are not allowed in order to simplify the learning curve for the modelers.
- ’Supersteps’ are ignored in the translation in order to simplify the model transformation.
- UML signals are interpreted as user inputs to the MMI system when executing test cases.
- UML time events are interpreted as timeouts when executing test cases.
- UML state names are interpreted as observations from the embedded device when executing test cases.
- UML comments are translated into UPPAAL declarations (types, variables, clocks, function declarations). This means that the syntax check is made by UPPAAL.
• Guards and assignments on UML transitions are translated into guards and assignments in UPPAAL transitions (and syntax checked by UPPAAL).

**Perspective** The experiment has shown that for Timed Automata there is a straightforward way to translate from Statecharts, and this is translation is indeed being applied for analyzing and testing the Terma industrial case.

### 2.3 Markov decision processes and STATEMATE

**Participants**
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**Contents** In cooperation with the German special research initiative AVACS we continued our efforts to extend the STATEMATE tool and notation. We finished a (plug-in) extension tailored to the evaluation of quantitative dependability properties at design time. We map on continuous-time Markov decision processes, for which we enable timed reachability analysis.

The extension is compositional in the way the model is augmented with stochastic information. This means that the modelling consists of two parts, where one is a plain – unaltered – Statechart, and the other is a collection of small Markov automata, each carrying the relevant information how a particular sequence of events is interspersed in time. Their joint semantics constrains the behaviour of the original Statechart model such that the timing adheres to the given additional information.

The compositionality is exploited in the construction of the underlying model. The entire tool flow has been implemented and applied to a nontrivial example of a high-speed train signalling system [1].

**Perspective** We consider this work as a possible blueprint for an extension of an almost arbitrary given Statechart dialect, with timed, cost, stochastic or hybrid features. This is possible since the approach leaves the chosen original Statechart semantics untouched. Instead, it interfaces on the level of the underlying transition system semantics and allows for a notationally crisp and lightweight specification of quantitative information.
3 AADL-based notations
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Contribution Hardware/software (HW/SW) co-design of safety-critical embedded systems such as on-board systems that appear in the aerospace domain is a very complex and highly challenging task. Component-based design is an important paradigm that is helpful to master this design complexity while, in addition, allowing for reusability. The key principle in component-based design is a clear distinction between component behavior (implementation) and the possible interactions between the individual components (interfacing). Components may be structured in a hierarchical manner akin to an AND-composition in the visual modeling formalism Statecharts. The internal structure of a component implementation is specified by its decomposition into subcomponents, together with their HW/SW bindings and their interaction via connections over ports. Component behavior is typically described by a textual representation of mode-transition diagrams, a kind of finite-state automata.

As safety-critical systems are subject to hardware and software faults, the adequate modeling of faults, their likelihood of occurrence, and the way in which a system can recover from faults, are essential to a model-based approach for safety-critical systems. Although several formal approaches to component-based design have been recently reported in the literature, error handling and modeling has received scant attention, if at all. Another shortcoming of many proposals — notable exception is the recent work of [7] — is the lack of connection to a notation that is used and understood by design engineers. Within the context of Quasimodo, and an accompanying project supported by the European Space Agency (ESA), we attempt to overcome these shortcomings by enriching a practical component-based modeling approach with appropriate means for modeling probabilistic fault behavior.

To warrant acceptance by design engineers in, e.g., aerospace industry and the automotive engineers, our approach is based on the Architecture Analysis and Design Language (AADL), a design formalism that is standardized by the Society of Automotive Engineers. The major distinguishing aspects of AADL are the possibility to describe nominal hard- and software operations, hybrid (and timing) aspects, as well as dynamic reconfiguration of components and port connections between components.

In order to model probabilistic faults, their propagation and recovery, and degraded modes of operation, we adopt the recent AADL Error Model Annex. The paper [4] provides a gentle introduction to the resulting language by means of a small example, and presents in detail a formal semantics of a significant subset of extended AADL that provides the interpretation of these model specifications in a precise and unambiguous manner. As a semantical model for the nominal system behavior we use networks of event-data automata. Such automata are in
fact symbolic means to model (besides the usual automata ingredients) discrete data variables and continuous evolution such as the advance of time and variables whose temporal behavior is described by differential equations.

Error behavior is defined by probabilistic finite-state machines, where error delays are determined by continuous random variables, in particular, those that are governed by negative exponential distributions. This strongly resembles the well-studied model of continuous-time Markov chains (CTMCs), with the exception that nondeterminism is also allowed in our setting. The integration of nominal behavior and error models basically boils down to a product construction of an event-data automaton and a finite interactive Markov chain (IMC) (a variant of CTMC with nondeterminism).

In our work on Arcade [2, 3], we use so called deep compositionality, not only is the syntax compositional (i.e. models can be built by combining building blocks), but the semantics is as well compositional. Each syntactical element has its own input-output IMC behavior. The behavior of an entire model then emerges as the composition of the component behaviors. This allows the use of compositional aggregation to mitigate the state space explosion problem. Moreover, deep compositionality allows Arcade to be easily extended. New syntactical elements can be added by defining their behavior as an input/output-IMC model.

Perspective The rigid mathematical foundation as provided in [4, 2] yields a solid basis for developing software tools to support the modeling and formal analysis of AADL specifications, also enabling advanced features such a compositional aggregation [3]. The tool currently under development includes safety and dependability analysis (FMEA and fault tree analysis), model checking, performance evaluation using probabilistic model checking, and fault diagnosability (FDIR). The unique character of this toolset [5] is that it provides all these formal analyses in a single uniform framework. Currently, the approach is applied by a major industrial partner to satellite software, and the language extensions to AADL, as well as its semantics are currently under investigation by the AADL standardization bodies. To the best of our knowledge, this is the first AADL toolset that supports this large variety of analyses.
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